**Instituto Federal de Educação, Ciência e Tecnologia do Ceará – IFCE**

**Programa Educacional Brasileiro de Desenvolvimento para iOS – BEPiD**

**PROVA OBJETIVA**

**01)** A negação de “eu não gosto de acordar cedo e eu sou solteiro” é: a) “Eu não gosto de acordar cedo e eu não sou solteiro”

1. “Eu gosto de acordar cedo ou eu não sou solteiro”
2. “Eu gosto de acordar cedo ou eu sou solteiro”
3. “Eu não gosto de acordar cedo ou eu sou solteiro”
4. “Eu gosto de acordar cedo e eu não sou solteiro”

**02)** Considere as seguintes afirmações:

*“Todas as plantas verdes têm clorofila. Algumas coisas que têm clorofila são comestíveis.”* Tomando por base somente essas afirmações, pode-se concluir que: a) Alface é comestível.

1. Alface tem clorofila
2. Algumas plantas verdes são comestíveis.
3. Todas as plantas verdes são comestíveis.
4. Todas as plantas que tem clorofila são comestíveis.

**03)** Um programador executa 8 pontos de função quando trabalha 8 horas por dia útil. Um estagiário tem exatamente 50 (cinquenta) por cento da produtividade de um programador. Um cliente especifica 20 (vinte) pontos de função por dia útil e passa esse trabalho para a equipe de desenvolvimento. Desde o início do projeto já se passaram 30 (trinta) dias úteis e a equipe é composta por apenas 1 (um) programador, 2 (dois) estagiários e todos trabalham 6 (seis) horas por dia útil. Sabendo que o cliente ainda especificará pontos de função por mais 15 (quinze) dias úteis, responda em quanto tempo a equipe de desenvolvimento terminará os trabalhos. a) 45 dias úteis

1. 60 dias úteis
2. 75 dias úteis
3. 90 dias úteis
4. 105 dias úteis

**04)** Ao entrar numa floresta, Alice perdeu a noção dos dias da semana. O leão e o tigre tornaramse amigos de Alice. Ela sabia que o leão mentia às segundas, terças e quartas e dizia a verdade nos outros dias da semana. Já o tigre mentia às quintas, sextas e sábados e dizia a verdade nos outros dias da semana. Um dia, os dois animais disseram para Alice: “Ontem foi um dos meus dias de mentir”. Qual era o dia da semana? a) Segunda-feira

1. Terça-feira
2. Sábado
3. Quinta-feira
4. Domingo

**05)** As três principais estruturas de controle usadas na programação estruturada são:

1. Seleção, sequência e repetição.
2. desvio incondicional, repetição e seleção.
3. desvio incondicional, repetição e sequência.
4. desvio incondicional, seleção, sequência.
5. Seleção, repetição e recursividade.

**06)** As afirmações abaixo são relativas à linguagem C.

1. - Se p é um ponteiro para x, o comando (\*p)++ incrementa x.
2. - O operador '&' retorna o endereço da variável que a ele sucede.

III - p[2] equivale a \*(p+2).

1. Somente a afirmação I está certa.
2. Somente a afirmação II está certa.
3. As afirmações I e II estão certas.
4. As afirmações II e III estão certas.
5. Todas as afirmações estão certas.

**07)** Sabendo que o ^ (circunflexo) é o operador binário bit-a-bit XOR, assinale a alternativa correta com base no código em linguagem C apresentado a seguir.

int main(void){

int a = 3;

int b = 2;

printf("%d %d \n", a, b);

a = a ^ b;

b = b ^ a;

a = a ^ b;

printf("%d %d \n", a, b);

}

1. Após a execução do código acima tem-se a seguinte saída:
   1. 2

6 4

1. Após a execução do código acima tem-se a seguinte saída:
   1. 2

3 3

1. Após a execução do código acima tem-se a seguinte saída:
   1. 2

2 3

1. Após a execução do código acima tem-se a seguinte saída:
   1. 2

9 6

1. Após a execução do código acima tem-se a seguinte saída:
   1. 2

3 2

**08)** Assinale a alternativa que mostra a saída apresentada no console após a execução do código em linguagem C abaixo.

int func(){

static int x = 2;

x += 5;

return x;

}

int main(){

printf("%d ", func());

printf("%d ", func());

printf("%d ", func());

return 0;

}

1. 2 2 2
2. x x x
3. 5 5 5
4. 7 7 7
5. 7 12 17

**09)** Após a execução do trecho de código abaixo, qual será o valor da variável *q*?

int n = 28, d = 8, q;

for (q = 0; n >= d; n = n – d){ q++; }

1. 5
2. 4
3. 3
4. A execução desse código resulta num erro.
5. Não é possível determinar o valor de q após o laço.

**10)** Marque a alternativa que apresenta corretamente a saída do console após a execução do código C abaixo.

int main(int argc, const char \* argv[])

{

int vet[5] = {10, 20, 30, 40, 50};

int i = 1;

do

printf("%d - ", vet[++i]);

while (i<4);

return 0;

}

1. 20 - 30 - 40 - 50 -
2. 10 - 20 - 30 - 40 -
3. 10 - 20 - 30 -
4. 20 - 30 - 40 -
5. 30 - 40 - 50 -

**11)** Uma versão especializada de uma lista encadeada em que os nós só podem ser inseridos no início da lista e excluídos do final da lista é denominada:

a) Árvore ternária

1. Pilha
2. Árvore binária
3. Fila
4. Tabela hash

**12)** À medida que a string “INSTITUTO FEDERAL DE EDUCAÇÃO CIÊNCIA E TECNOLOGIA“ teve seus caracteres lidos da esquerda para a direita os mesmos foram inseridos em uma pilha. Em seguida todos os caracteres foram retirados e concatenados em uma nova string até que a pilha ficasse vazia. A nova string formada foi:

1. “INSTITUTO FEDERAL DE EDUCAÇÃO CIÊNCIA E TECNOLOGIA“
2. “TECNOLOGIA E CIÊNCIA EDUCAÇÃO DE FEDERAL INSTITUTO“
3. “AIGOLONCET E AICNÊIC OÃÇACUDE ED LAREDEF OTUTITSNI ”
4. “OTUTITSNI LAREDEF ED OÃÇACUDE AICNÊIC E AIGOLONCET”
5. “EDUCAÇÃO DE FEDERAL INSTITUTO TECNOLOGIA E CIÊNCIA “

**13)** Ao imprimir os valores contidos na árvore abaixo, percorrendo-a em pré-ordem, obtemos a seguinte sequência de valores:

![](data:image/jpeg;base64,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) a) 5, 2, 6, 4, 9

1. 2, 4, 5, 6, 9
2. 4, 2, 9, 6, 5
3. 5, 2, 4, 6, 9
4. 9, 6, 5, 4, 2

**14)** Considere o código abaixo para em seguida assinalar a alternativa correta.

public class Singleton {

private static Singleton instance = null;

private Singleton() {

}

public static Singleton getInstance(){ if(instance == null)

instance = new Singleton();

return instance;

}

}

1. O código apresenta erro em tempo de compilação, pois não é possível ter um construtor com modificador de acesso private, tal como apresentado no código acima.
2. O construtor apresentado nesse código pode ser chamado a partir de qualquer outra classe, uma vez que um construtor é obviamente usado para instanciar objetos.
3. A única forma de instanciar um objeto da classe Singleton é através da chamada ao método getInstance(). Logo, podem-se obter quantas instâncias da classe Singleton se desejar.
4. A única forma de instanciar um objeto da classe Singleton é através da chamada ao método getInstance(). Após a execução desse método sempre teremos apenas um objeto instanciado, mesmo que se execute esse método diversas vezes.
5. Pode-se obter uma instância da classe Singleton através da execução do comando: Singleton instance = new Singleton(); .

**15)** Os principais recursos do paradigma de programação orientado a objetos são?

a) Herança, recursividade e encapsulamento.

1. Encapsulamento, ortogonalidade e polimorfismo.
2. Herança, encapsulamento e polimorfismo.
3. Recursividade, herança e polimorfismo.
4. Herança, encapsulamento e ortogonalidade.

**16)** Marque a alternativa que completa corretamente as assertivas I, II, III e IV.

1. Para um artefato a ser modelado com uso de orientação a objetos, é recomendável ter foco nos aspectos principais e ignorar detalhes que são irrelevantes ao problema em questão. A esse processo chamamos de \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_.
2. Uma maneira efetiva de tratar um problema complexo é dividi-lo em partes menores. Nesse caso é feita uma \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_.
3. Em uma definição de classe \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ descrevem como será o comportamento dos futuros objetos.
4. Em uma definição de classe \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ armazenarão os possíveis estados dos futuros objetos.
5. I – abstração, II – decomposição, III – operações, IV - variáveis de instância
6. I – decomposição, II – abstração, III – métodos, IV – atributos
7. I – polimorfismo, II – generalização, III – mensagens, IV – estado
8. I – abstração, II – polimorfismo, III – métodos, IV – atributos
9. I – polimorfismo, II - abstração, III – métodos, IV – atributos

**17)** As variáveis declaradas abaixo em Java consomem da memória as seguintes quantidades em *bytes* respectivamente:

Short var1; long var2;

float var3;

1. 1, 4, 4
2. 1, 4, 8
3. 2, 8, 8
4. 2, 8, 4
5. 2, 4, 8

**18)** Considere as classes *Pessoa* e *App,* apresentadas a seguir, para assinalar a alternativa correta.

public class Pessoa {

private int id; private String nome;

public Pessoa(int id, String nome) {

this.id = id; this.nome = nome;

}

public int getId() {

return id;

}

public void setId(int id) { this.id = id;

}

public String getNome() { return nome;

}

public void setNome(String nome) { this.nome = nome;

}

}

public class App {

public static void main(String[] args) {

Pessoa p1 = new Pessoa(1, "joão");

Pessoa p2 = new Pessoa(1, "maria");

Pessoa p3 = p2;

p2 = p1;

System.out.printf("%s %s %s",p1.getNome(), p2.getNome(),p3.getNome());

}

}

1. Têm-se 3 referências e 2 instâncias da classe Pessoa, além disto é impresso joão joão joão como resultado.
2. Têm-se 3 referências e 2 instâncias da classe Pessoa, além disto é impresso joão joão maria como resultado.
3. Têm-se 2 referências e 3 instâncias da classe Pessoa, além disto é impresso joão joão maria como resultado.
4. Têm-se 2 referências e 2 instâncias da classe Pessoa, além disto é impresso joão joão maria como resultado.
5. O código apresenta erro em tempo de compilação, pois é necessário ter no mínimo uma instância para cada referência.

**19)**  Dado o código Java abaixo, marque a alternativa correta. interface Geometria {

double getArea (double rad);

double toRadios (double grau);

}

interface Conjunto {

int numConjuntoPartes (int numElementos);

}

public abstract class Matematica implements Geometria, Conjunto { public int numConjuntoPartes (int numElementos) {

return (int) (Math.*pow*(2, numElementos));

}

}

1. O código compila, mas nenhum objeto pode ser instanciado a partir da classe Matematica.
2. O código compila e não há restrição de instanciação de objetos a partir da classe Matematica.
3. O código não compila, porque a inteface Geometria não foi implementada corretamente na classe Matematica.
4. O código não compila, porque classes abstratas não podem implementar interfaces.
5. O código não compila, porque apenas uma interface pode ser implementada por vez em uma classe.

**20)** Um programador foi designado para projetar uma aplicação na qual Fizzlers são um tipo de Whoosh. Fizzlers também devem ter o comportamento de Oompahs. Adicionalmente, Whooshes têm vários Wingits. Qual código representa esse projeto?

1. class Wingit { } class Fizzler extends Oompah implements Whoosh { } interface Whoosh {

Wingits [ ] w;

}

class Oompah { }

1. class Wingit { } class Fizzler extends Whoosh implements Oompah { }

class Whoosh {

Wingits [ ] w;

}

interface Oompah { }

1. class Fizzler { }

class Wingit extends Fizzler implements Oompah { }

interface Whoosh {

Wingits [ ] w;

}

interface Oompah { }

1. interface Wingit { } class Fizzler extends Whoosh implements Wingit { } class Wingit {

Whoosh [ ] w;

}

class Whoosh { }

1. class Fizzler { } class Wingit extends Oompah implements Whoosh { } interface Whoosh {

Wingits [ ] w;

}

class Oompah { }